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Metric Definition Measurement

Release Cycle Time The average time it takes 

to approve a work package 

(user story, feature, set 

of requirements) and 

release it

Usually measured as the 

time difference between 

work item states in your 

work tracking system

Cost of Release The effort it takes to 

release new functionality, 

measured as effort for 

all release activities 

performed for go-live 

(a variation of this only 

counts effort outside of 

business hours)

Typically based on 

timesheets

Regression Duration Time it takes to validate 

that a change has not 

caused regression

The time between 

deployment and the 

“all clear” from either an 

automated or manual 

validation

Production Availability Percentage production is 

available to perform the 

right service

Measured by a percentage 

of time production is 

functionally available or 

percentage of successful 

transactions

Mean time to Recovery Time it takes to rectify any 

production issue

Measured from time of 

occurrence until full user 

functionality is achieved

Longevity of Teams The average duration 

teams stay together

Measured as months 

before teams get 

disbanded and 

restructured for new 

projects

Table 1.1: Baseline metrics: These metrics have proven to be successful in guiding transformations
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First Steps for Your Organization

There are three exercises that I find immensely powerful because 

they achieve a significant amount of benefit for very little cost: (1) 

value stream mapping of your IT delivery process, (2) baselining 

your metrics, and (3) reviewing your IT governance. With very 

little effort, you can get a much better insight into your IT process 

and start making improvements.

Value Stream Mapping of Your IT Delivery Process

While there is a formal process for how to do value stream map-

ping, I will provide you with a smaller-scale version that, in my 

experience, works reasonably well for the purpose that we are after: 

making the process visible and improving some of the bottlenecks.‡

Here is my shortcut version of value stream mapping:

1. Get stakeholders from all key parts of the IT delivery 

supply chain into a room (e.g., business stakeholders, 

development, testing, project management office (PMO), 

operations, business analysis).

2. Prepare a whiteboard with a high-level process for 

delivery. Perhaps write “business idea,” “business case,” 

“project kickoff,” “development,” “testing/QA,” “deploy-

ment/release,” and “value creation” on the board to 

provide some guidance.

3. Ask everyone in the room to write steps of the IT pro-

cess on index cards for fifteen minutes. Next, ask them 

to post these cards on the whiteboard and work as a 

‡ It is worthwhile for you to pick up Value Stream Mapping by Karen Martin and Mike 

Osterling if you want to formalize this process further.
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group to represent a complete picture of the IT delivery 

process on the whiteboard. Warning: you might have to 

encourage people to stand up and work together, or you 

may need to step in when/if discussions get out of hand.

4. Once the process is mapped, ask one or more people 

to walk the group through the overall process, and ask 

everyone to call out if anything is missing.

5. Now that you have a reasonable representation of the 

process, you can do some deep dives to understand cycle 

times of the process, hot spots of concerns for stake-

holders due to quality or other aspects, and tooling that 

supports the process.

6. Get people to vote on the most important bottleneck 

(e.g., give each person three votes to put on the board by 

putting a dot next to the process step).

In my experience, this exercise is the best way to make your 

IT delivery process visible. You can redo this process every three 

to six months to evaluate whether you addressed the key bottle-

neck and to see how the process has evolved. You can make the 

outcome of this process visible somewhere in your office to show 

the improvement priorities for each person/team involved. The 

highlighted bottlenecks will provide you with the checkpoints for 

your initial roadmap, as those are the things that your initiatives 

should address.

Baselining Your Metrics

Because having a baseline of your metrics is such an important 

part of the transformation governance, I want you to spend a few 

minutes filling out your own Table 1.2. Identify the metrics you 

care about now and in the future, and identify the mechanism 
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you will use to baseline them. There are a couple of ways to iden-

tify the baseline. The baseline approach can be based on surveys, 

time-in-motion studies, or, ideally, existing and historical data. 

Where this is not possible, you should think about investing in 

an automated way to measure this metric. Where that fails, you 

can run a manual investigation and measuring process (e.g., 

time-in-motion studies), but those are less reliable and more time 

consuming.

Metric Definition
Measurement 
Mechanism

Baseline 
Approach

Baseline 
Value

Release cycle 

time

The average 

time it takes 

for a story 

to go from 

a “ready” 

state to being 

deployed in 

production

Extract of 

date and time 

from Agile 

life-cycle- 

management 

system

Historical 

analysis of 

the last six 

months of 

user stories 

that were 

successfully 

deployed in 

production

168 days

Table 1.2: Metrics definitions example: Metrics should have definitions, measuring mechanisms, and baseline values

Reviewing Your IT Governance Process

There is a lot of talk about automation to help improve the IT 

delivery process when it comes to speed of delivery and quality. 

One thing that people underestimate is how much they can influ-

ence by just improving their governance process. Here is a short 

checklist that you can use to review your governance process. Ask 

these questions to guide where IT delivery governance is really 

required. Based on the answers, you can evaluate the impact and 

risk of removing the process step, ideally even with an economic 

model reflecting monetary impact and risk probability.
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IT governance checklist:

• How often has someone rejected a submission to the check-

point based on reasons other than process compliance?

• What would really happen to the process if an incorrect 

decision was made?

• What value is being added by the person approving this 

checkpoint that a computer could not provide automati-

cally based on a number of inputs?

• How much time and money are being spent on this gover-

nance process (including the usual wait time that initiatives 

encounter while waiting for approvals)?

• Is this governance step based on objective measures or a 

subjective measure? How do you know?
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First Steps for Your Organization

To support you in adopting what I have described in this chapter, 

I will provide two exercises for you to run in your organization. 

This time, both of them are highly related: the first is an analysis 

of your application portfolio and the second is the identifica- 

tion of a minimum viable cluster of application for which a 

capability uplift will provide real value.

Application Portfolio Analysis

If you are like most of my clients, you will have hundreds or 

thousands of applications in your IT portfolio. If you spread your 

change energy across all of those, you will likely see very little 

progress, and you might ask yourself whether the money is actu-

ally spent well for some of those applications. So, while we spoke 

about the IT delivery process in the chapter 1 exercises as one 

dimension, the application dimension is the second dimension 

that is important. Let’s look at how to categorize your application 

in a meaningful way.

Each organization will have different information available 

about its applications, but in general, an analysis across the fol-

lowing four dimensions can be done:

• Criticality of application: How important is the appli-

cation for running our business? How impactful would 

an issue be on the user experience for our customers or 

employees? How much does this application contribute 

to regulatory compliance?

• Level of investment in application: How much money 

will we spend in this application over the next 12–36 

months? How much have we spent on this application in 
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 the past? How many priority projects will this application 

be involved with over the next few years?

• Preferred frequency of change: If the business could 

choose a frequency of change for this application, how 

often would that be (hourly, weekly, monthly, annually)? 

How often have we deployed change to this application 

in the last 12 months?

• Technology stack: The technology stack is important, 

as some technologies are easier to uplift than others. 

Additionally, once you have a capability to deliver, for 

example, Siebel-based applications more quickly, any 

other Siebel-based application will be much easier to 

uplift too, as tools, practices, and methods can be reused. 

Consider all aspects of the application in this technology 

stack: database, data itself, program code, application 

servers, and middleware.

For each of the first three dimensions, you can either use 

absolute values (if you have them) or relative numbers represent-

ing a nominal scale to rank applications. For the technology stack, 

you can group them into priority order based on your technical 

experience with DevOps practices in those technologies. I rec-

ommend using a table with headings much like the one in Table 

2.1. On the basis of this information, you can create a ranking 

of importance by either formally creating a heuristic across the 

dimensions or by doing a manual sorting. It is not important for 

this to be precise; we are aiming only for accuracy here.

It’s clear that we wouldn’t spend much time, energy, and money 

on applications that are infrequently changed— applications 

that are not critical for our business and on which we don’t 
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intend to spend much money in the future. Unfortunately, just 

 creating a ranking of applications is usually not sufficient, as the 

IT landscape of organizations is very complex and requires an 

additional level of analysis to resolve dependencies in the appli-

cation architecture.
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Table 2.1: Application analysis example: A table like this will help you structure the application analysis

Identifying a Minimum Viable Cluster

As discussed above, the minimum viable cluster is the subset of 

applications that you should focus on, as an uplift to these will 

speed up the delivery of the whole cluster. Follow the steps below 

to identify a minimum viable cluster:

1. Pick one of the highest-priority applications (ideally 

based on the portfolio analysis from the previous exer-

cise) as your initial application set (consisting of just one 

application).

2. Understand which other applications need to be changed 

in order to make a change to the chosen application set.
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3. Determine a reasonable cutoff for those applications 

(e.g., only those covering 80% of the usual or planned 

changes of the chosen application).

4. You now have a new, larger set of applications and can 

continue with steps 2 and 3 until the application set stabi-

lizes to a minimum viable cluster.

5. If the cluster has become too large, pick a different start-

ing application or be more aggressive in step 3.

Once you have successfully identified your minimum viable 

cluster, you are ready to begin the uplift process by implementing 

DevOps practices such as test automation and the adoption of 

cloud-based environments, or by moving to an Agile team deliv-

ering changes for this cluster.
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Product A Product B Product C

Functionality

Func. Area 1

Func. Area 2

Func. Area 3

Architecture

Auto Scaling

Self-Healing

Monitoring

Changeability 

Engineering

Capability

Source Code

APIs

Modularity

Cloud Enablement

In-House IT

Capability

Table 3.1: Example scorecard: New applications should be evaluated on four dimensions, not just functionality
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First Steps for Your Organization

Determine Guidelines for New Applications

Based on the sample scorecard provided in the Table 3.1, derive a 

scorecard for your organization. Take the next product decision 

(or a historic one if nothing is coming up) and apply this score-

card to see how it differs from your current process. Determine 

whether or not this scorecard, with an architecture focus, provides 

a different result. I would recommend inviting stakeholders across 

the organization to a workshop to discuss results and next steps to 

change your evaluation process going forward.

Strengthen Your Architecture by Creating 

an Empowering Ecosystem

So, you already have software packages in your organization like 

so many others. In the previous chapter, we did an analysis of 

your application portfolio, which you can leverage now to deter-

mine which software packages are strategic for your organization.

1. Based on the previous application portfolio analysis (or 

another means), determine a small subset of strategic 

applications (such as the first minimum viable cluster) to 

devise a strategy for creating an empowered ecosystem 

around them.

2. Now pick these strategic packages and run the scorecard 

from this chapter. You can largely ignore the functional 

aspects, as they are used more for the choice between 

package and custom software. You could, however, use 

the full scorecard in case you are willing to reconsider 

whether your current choice is the right one. Given that 
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you are doing this after the fact, you will already know how 

suitable the package was by the amount of customiza-

tions that your organization has already made.

3. Where you identify weaknesses in your software pack-

age, determine your strategy for them. How will you 

work with the software vendor to improve the capabili-

ties? Will you work with them directly? Will you leverage 

a system integrator or engage with a user group?

4. Results take time. Determine a realistic review frequency 

to see whether or not your empowered ecosystem is help-

ing you improve the applications you are working with. 

You can leverage the principles for measuring technical 

debt from the previous chapter as a starting point if you 

don’t have any other means to measure the improve-

ments in your packaged applications.
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First Steps for Your Organization

Horses for Courses—Determining the Partners You Need

This whole chapter is about finding the right partner that fits your 

ambition and culture. But the truth is that you probably need dif-

ferent partners for different parts of your portfolio. If you have 

done the application portfolio activity in chapter 2, this exercise 

will be easier. There are three different types of applications for 

the purpose of this exercise:

• Differentiator applications: These applications are evolv-

ing very quickly, are usually directly exposed to your 

customers, and define how your company is perceived in 

the marketplace.

• Workhorses: These applications drive the main processes 

in your organizations, such as customer relationship man-

agement, billing, finance, and supply-chain processes. 

They are often referred to as enterprise or legacy systems. 

 They might not be directly exposed to the customer, but 

the company derives significant value from these applica-

tions and continues to make changes to them to support 

the evolving business needs.

• True legacy: These applications are pretty stable and don’t 

require a lot of changes. In general, they tend to support 

your more stable, main processes or some fringe aspects 

of your business.
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Based on these classifications, review your partner strategy 

to see whether you need to change either the partner itself or the 

way you engage with the existing one. For the first two categories, 

you want to engage strategic partners. For legacy applications, you 

are looking for a cost-effective partner who gets paid for keeping 

the system running. The incentives for your strategic partners are 

different. Your partners for the workhorse applications should be 

evaluated by the efficiencies they can drive into those applica-

tions; for the differentiator applications, you want someone who 

is flexible and will co-invent with you. The outcome of this activ-

ity will feed into the second exercise for this chapter.

Run a Strategic Partners Workshop 

for Your Workhorse Applications

Organizations spend the majority of their money on their work-

horse applications. This makes sense, as these applications are the 

backbone of the business. For this exercise, I want you to invite 

your strategic partners who support your workhorse applica-

tions (and possibly the differentiator ones) to a workshop. You 

can do this with all of the partners together, which can be more 

difficult, or by running separate workshops for each partner. It is 

important to tell them to assume that the current contract struc-

ture is negotiable and to be open-minded for the duration of the 

workshop.

The structure of this workshop should be as follows:

• Explain to your partner what is important for you in 

regard to priorities in your business and IT.

• Discuss how you can measure success for your priorities.
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• Let your partner explain what is important for them in 

their relationship with you and what they require in their 

organization to see the relationship as successful.

• Workshop how you can align your interests.

• Brainstorm what the blocks are to truly achieve a win-

win arrangement between your two organizations.

The key to this workshop is that both sides are open-minded 

and willing to truly collaborate. In my experience, it will take a 

few rounds of this before barriers truly break down—don’t be dis-

couraged if all of the problems are not solved in one workshop. 

Like everything else we talk about, it will be an iterative process, 

and it is possible that you will realize that you don’t have the right 

partners yet and need to make some changes in the makeup of 

your ecosystem.

Do a Quick Self-Check about Your Partnering Culture

A quick test to evaluate your DevOps culture with your system 

integrator:

• Are you using average daily rate as indicator of produc-

tivity, value for money, and so on?

 +1 if you said no.

• Do have a mechanism in place that allows your SI to 

share benefits with you when he improves through auto-

mation or other practices?

 +1 if you said yes. You can’t really expect the SI to invest 

in new practices if there is no upside for him. And yes, 

there is the “morally right thing to do” argument, but let’s 

be fair. We all have economic targets, and not discussing 
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this with your SI to find a mutually agreeable answer is 

just making it a bit a too easy for yourself, I think.

• Do you give your SI the “wiggle room” to improve and 

experiment, and do you manage the process together?

 +1 if you said yes. You want to know how much time the 

SI spends on improving things by experimenting with 

new tools or practices. If she has just enough budget 

from you to do exactly what you ask her to do, then start 

asking for an innovation budget and manage it with her.

• Do you celebrate or at least acknowledge the failure of 

experiments?

 +1 if you said yes. If you have an innovation budget, are 

you okay when the SI comes back to let you know that 

one of the improvements didn’t work? Or are you just 

accepting successful experiments? I think you see which 

answer aligns with a DevOps culture.

• Do you know what success looks like for your SI?

 +1 if you said yes. Understanding the goals of your SI 

is important, not just financially but also for the peo-

ple who work for the SI. Career progression and other 

aspects of HR should be aligned to make the relationship 

successful.

• Do you deal with your SI directly?

 +1 if you said yes. If there is another party involved, such 

as your procurement team or an external vendor, then 

it’s likely that messages get misunderstood. And there 

is no guarantee the procurement teams know the best 

practices for DevOps vendor management. Are you dis-

cussing any potential hindrance in the contracting space 

directly with your SI counterpart?
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If you score 0–2 points, you have a very transactional rela-

tionship with your SI and should consider getting to know him 

or her better to improve the relationship. If you score 3–4 points, 

you are doing okay but with room for improvements, so you 

could run a partner workshop to address the other dimensions. If 

you score 5 or 6 points, you are up ahead with a real partnership 

that will support you through your transformation. Well done!
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Discovery Delivery

Figure 5.1: Discovery versus delivery: Discovery is like the first outline of a picture; delivery fills in the details
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Figure 5.2a: Technology tree: Example showing dependencies between technologies
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Figure 5.2b: DevOps technology tree showing dependencies
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First Steps for Your Organization

Run a Discovery Workshop for an Initiative of Your Choice

I described the discovery workshop in some detail in this chapter, 

and I encourage you to run a session in your organization. Here is 

a sample agenda for a two-week long discovery workshop, which 

you can adjust as required for larger or smaller initiatives. The 

activities highlighted are just an example; there are many addi-

tional activities that you can embed in your discovery sessions to 

enhance the experience.

Part 1: Explore the Business Problem (Two Days)

• briefing by initiative sponsor (leveraging the business 

case where possible)

• current customer/stakeholder experience

• to-be customer experience workshop

• creating the mission statement

• success criteria definition

• in-scope and out-of-scope brainstorming

• stakeholder management workshop

• prioritization-scheme discussion

• risks, issues, and dependencies identification and 

mitigation

Part 2: Solutioning (Three Days)

• high-level to-be process design

• high-level technical architecture to support to-be design

• breaking the scope up into features

• identification of minimum viable product (MVP)

• selected deep dives into technologies and processes
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Part 3: Planning for Delivery (Five Days)

• Agile training (if required)

• team structure definition

• estimation of scope

• high-level roadmapping

• technical preparation (environment, quality, configura-

tion management strategies)

• setting up delivery governance

• social contract

• prepping the backlog

• discovery showcase to the organization

• planning workshop (PI planning when using SAFe)
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First Steps for Your Organization

Identify One of Your Value Streams and the  

Required Teams to Support It

We have spoken about creating a value stream map before (in 

chapter 2). What we are looking for here is to identify value 

streams from a business perspective. Once you have identified 

the value stream, the next step is to identify the systems that sup-

port the value stream.

Looking at your backlog of work or your portfolio of initia-

tives, identify how much work impacts the systems supporting 

this value stream. On this basis, you should now be able to create 

a team structure supporting this value stream. It won’t be per-

fect, and you will have to adjust it over time; but you now have a 

starting point. Using the SAFe terminology, you have identified 

an Agile release train, and you can now go on to deliver work 

through this team structure to support the value stream. Over 

time, you will be able to shift the budgeting model to support the 

teams as I mentioned earlier in the chapter.

Identify the Teams That Will Be Impacted by the  

Move to a Platform Team

The platform team is a concept that is very transformational, and 

the change required is often underestimated. To help you navigate 

this change, I want you to identify all the teams that are currently 

performing functions that would ultimately be performed by 

the platform team or would be impacted by the platform team 

(e.g., infrastructure teams, testing teams, database administrators 

[DBAs]). Invite them to a workshop to discuss what the delivery 

platform at your organization should look like from a functional 
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perspective. Once you have a level of agreement on that, discuss 

how the delivery platform should be supported. Hopefully the 

platform team emerges as something that everyone can agree on. 

Then agree on next steps to get closer to achieving this end-state 

vision.
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Figure 7.1: Quality engineering process: Quality engineering shifts the focus to the whole delivery lifecycle
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Figure 7.2: Test automation pyramid: The slower the layer, the less we should use it in automating tests
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First Steps for Your Organization

Mapping the Quality Process of Your Organization

This activity is somewhat similar to the value mapping we did in 

chapter 1. Here again, you should prepare a whiteboard or other 

wall space, and be ready with Blu Tack and system cards.

First, create a high-level work flow on the wall, showing 

requirements to production, including all the relevant process 

steps represented on the cards. Then use a different color of cards 

or pen and list each quality activity where it happens in the life 

cycle.

To make sure the picture is complete, ask yourself whether 

you have covered all concerns, including performance, security, 

availability, and any other concerns. It’s okay if you have some 

aspects missing from the original list; simply highlight these on 

the side.

As a next step, your team needs to think about automation: 

What can be automated and hence be done earlier and more fre-

quently? Consider breaking up activities into an automated part 

that can be completed earlier and more frequently, as well as a 

part that continues to require a manual inspection. Remember 

that automated activities are nearly free of effort once imple-

mented, so doing them more often does not add much cost.

Now, you want to identify opportunities to check for qual-

ity aspects earlier, as this relates to manual inspection. For each 

activity think of possible ways to do the full scope or at least 

aspects of it earlier.

Finally, create a backlog in which your teams can make the 

required shifts toward quality engineering, and then start mak-

ing the shift.
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Measuring Quality

As discussed in this chapter, measuring quality is not easy. Many 

measures are only valid temporarily, while you are addressing 

specific concerns. Sit down with your quality or testing leadership 

and, on a piece of paper, list out at all the metrics and measures 

you use to determine quality. Then determine which ones are 

objective and automated.

If you don’t have a good set of automated and objective met-

rics, then workshop how to get to a small set of these. I think two 

of the easy ones to agree on are duration for a successful regres-

sion test run and incidents found in production per time period. 

These are pretty noncontroversial and applicable to all kinds of 

companies, but you will want to define a small number of addi-

tional metrics relevant to your business.
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First Steps for Your Organization

Set Up One-On-Ones

It is important to find time in your calendar for each of your 

directs starting two weeks from now, and be sure to make them 

recurring meetings on a weekly basis. Make them thirty minutes 

each, and set the agenda as fifteen minutes for the direct first and 

fifteen minutes for you second. It is common that the direct may 

run over with his/her fifteen minutes, and that’s okay. You can 

find another chance during the week to update the direct with 

any information that you didn’t have time to share during your 

portion of the one-on-one. I also highly encourage you to take 

notes and to follow up on the points discussed in the previous 

week; this will provide a very rich background of information 

when it comes to performance discussions, providing a progress 

measure for your direct report.

Define Culture KPIs for Your Managers

You probably have heard the saying “you get what you measure.” 

Though culture is somewhat evasive to metrics, there are some 

things you can do:

• Leverage the internal NPS that I highlighted in this 

chapter, and break it down by team as a good high-level 

measure.

• Measure one-on-ones of your managers. This allows you 

to measure whether or not your manager builds effective 

relationships.
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• Spot-check the strength of the relationships of your 

managers. Ask them about some of the fundamental and 

noninvasive things a boss should know about their peo-

ple if they have a positive relationship. For example, do 

they know the names of their directs’ kids and partners, 

and their directs’ favorite pastimes?

And yes, you should do the same for yourself to avoid looking 

for the proverbial speck of sawdust in your manager’s eye while 

ignoring the wooden beam in your own.
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Figure 9.4: Sample plan for initial build of capabilities: Container-enabled changes and infrastructure setup are common first steps
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First Steps for Your Organization

Map Your Application Delivery Models

As I described above, it is not advisable to push all applications into 

a container-enabled delivery model, as it would not be economical 

or feasible. In organizations with a large amount of legacy, you 

will probably have the largest proportion, targeting continuous 

delivery and cloud-enabled delivery with some container-enabled 

delivery in your digital applications. And that is realistic. Remem-

ber that the goal is to get better; too often, we make perfect the 

enemy of better. With this in mind, run a workshop where you 

review your applications and define what your current and ideal 

delivery model is for each application. You will need to bring peo-

ple from your infrastructure, your architecture, and your delivery 

organization into the same room for this. Then do a fit/gap anal-

ysis of the capabilities required for the delivery model you assign 

to each application. Brainstorm a set of initiatives to build the 

capabilities that are missing. Often, you can reuse capabilities for 

applications of the same technology stack (e.g., Java) once they 

are built for another application. Identify those opportunities for 

reuse. With all these in mind, define a six-month roadmap, and 

review the roadmap and progress on a monthly basis to repriori-

tize based on the lessons learned so far.
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First Steps for Your Organization

Identify Your Architecture Evolution Strategy

Invite your architects to a workshop about architecture strategies. 

Let them explain what the current plan is, and try to map this 

back to the architecture evolution strategies I have highlighted 

in this chapter: decoupling your architecture; removing technical 

debt; creating a new architecture on the side or eroding the old 

architecture core. Then discuss alternative approaches with them 

and see whether you can come to an aligned strategy that will 

provide more decoupled services over time. Make sure that with 

this architecture evolution strategy, related capabilities are cov-

ered too. Refer back to the delivery models and their associated 

capabilities to make sure your architects are not talking just about 

the system blueprints but also about the capability build-out to 

support the architecture with the right engineering practices.
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Auto-Corre
cted
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Manual Resolution

Figure 11.1: Advanced maturity state: Modern operations works based on the principle to minimize work that needs to be done
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Figure 11.2: Reducing transaction costs enables smaller batch sizes
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First Steps for Your Organization

Run Problem-Ticket Analysis

In this exercise, we will look at ways to improve your application 

operations through analysis of your problem tickets to identify what 

can be automated. As I said before, you have a lot of data that you 

don’t use to its full potential. Get your hands on this problem-ticket 

data, and run some simple analysis over it. I suggest using a word 

cloud to identify common wording (e.g., “restart server,” “reset 

password,” “out of storage”); then try to categorize on that basis. 

Once you have done that, you can go through the ones with the 

highest count to see what can be done to improve the system by 

resolving it either automatically or with the support of automa-

tion. It usually takes two to three rounds of refinement before the 

 categorization—based on wording and other metadata—is accu-

rate enough for this analysis. This will give you the starting point for 

your automated production system that can self-correct over time.

Review Your DevOps Tools

With the principles of good DevOps tooling in mind (strong APIs, 

configuration as code, supportive licensing model), sit down with 

the architects in your organization and make a list of the tools you 

are using for DevOps capabilities. You will be surprised by how 

many tools you have and how many of them are overlapping in 

regard to their functionality. Analyze the tools for how future-

ready they are (utilizing Table 11.1, which you can enhance with 

further criteria specific to your context), and define your weak 

spots, where you have tools that are really not compatible with 

the DevOps way of working and are holding you back. Identify a 

strategy to replace these tools in the near future.
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Criteria Tool A Tool B

API support

Configuration management

Multienvironment / code-branch support

License model

Data access

Table 11.1: DevOps tools review: DevOps tools should follow DevOps good practices themselves
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Capacity

Time

Cloud Capacity

Undercapacity

Overcapacity

Real Capacity

Classic Capacity

Figure 12.1: Capacity versus time: When done correctly, cloud capacity moves according to the need
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First Steps for Your Organization

Review Your Cloud Applications

With the understanding of how the cloud is benefiting you most 

(based on the two factors—granularity of the architecture and 

maturity of the application in regard to DevOps practices), review 

your existing cloud applications (or the ones you are planning to 

move). To do this, first analyze the architecture to identify the com-

ponents that are decoupled from each other and have the potential 

to be scaled independently. Also identify services that should 

be decoupled for later architectural refactoring. For each of the 

decoupled components, review their maturity of DevOps practices 

(SCM, build and deployment management, test automation) to 

identify gaps that require closing.

Next, ask yourself whether you would really benefit from the 

flexibility of the cloud for these applications, because you can 

leverage the elasticity of the architecture. Only if you have the 

right architecture and automation capabilities will you be able 

to fully benefit from the cloud. You should start building these 

capabilities—either before moving to the cloud or once you are 

in the cloud—to reduce the cost of your cloud infrastructure and 

the risk of business disruptions from application issues.

Based on this analysis, you will have a list of applications that 

are cloud ready and a backlog of work to make more and more 

applications cloud ready through architecture refactoring and the 

building of additional DevOps capabilities.
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Plan a Cloud Disaster Event

Pick a scenario (e.g., your cloud provider going bust and you los-

ing access to all the systems and data stored on the cloud) and run 

a full rehearsal of what it would take to come back online. This 

will include activities such as creating a new infrastructure with 

a different cloud provider, installing the applications you need to 

run your business, and restoring data from an external backup. 

There are two things that you want to do:

1. Identify your weak spots and prioritize them to improve 

your cloud architecture.

2. Measure the impact and duration of your rehearsal so 

that you can study how you become better over time.
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Analysis

Figure A.1: T-shaped skills: T-shaped employees have broader skills than I-shaped employees

Coding Testing Coding
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Figure A.2: Iterative versus incremental delivery: Iterative delivery slowly increases the benefits of the product,

while incremental requires the full product before it is useful

NOT LIKE THIS

LIKE THIS!

1 2 3 4

1 2 3 4 5

(Recreated based on image by Henrik Kniberg, “Making Sense of MVP (Minimum Viable Product)—and why I prefer Earliest Testable/Usuable/Lovable,”

Crisp’s Blog, January 25, 2016, http://blog.crisp.se/2016/01/25/henrik kniberg/making-sense-of-MVP.)
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Resources

Books

Continuous Delivery: Reliable Software Releases through Build, Test, and 

Deployment Automation by Jez Humble and David Farley: a very 

technical reference book on how to implement continuous delivery

Leading the Transformation: Applying Agile and DevOps Principles at Scale 

by Gary Gruver and Tommy Mouser: a great book with very prag-

matic advice on how to start the transformation for IT.

The DevOps Handbook: How to Create World-Class Agility, Reliability, 

and Security in Technology Organizations by Gene Kim, Jez Humble, 

Patrick Debois, and John Willis: this book provides a lot of useful 

guidance on implementing DevOps practices.

The Effective Manager by Mark Horstman: this is a great book on good 

management that focuses on the people who work for you.
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The Goal: A Process of Ongoing Improvement by Eliyahu M. Goldratt and 

Jeff Cox: an easy-to-read business novel introducing you to systems 

thinking

The Lean Startup: How Today’s Entrepreneurs Use Continuous Innovation 

to Create Radically Successful Businesses by Eric Ries: Eric describes 

how structured experimentation allows you to better solve business 

problems.

The Phoenix Project: A Novel About IT, DevOps, and Helping Your Business 

Win by Gene Kim, Kevin Behr, and George Spafford: this one is an 

easy-to-read novel introducing you to DevOps concepts and culture.

The Principles of Product Development Flow: Second Generation Lean 

Product Development by Donald G. Reinertsen: a great book includ-

ing some of the best discussion of batch size

Site Reliability Engineering: How Google Runs Production Systems by Betsy 

Beyer, Chris Jones, Jennifer Petoff and Niall Richard Murphy: learn 

about modern operations for applications inspired by Google.

Podcasts and Online Resources

The Agile Revolution: an Australia-based Agile podcast (TheAgileRevo-

lution.com)

Arrested DevOps: a podcast that provides information on upcoming con-

ferences as well as discussion on DevOps topics (ArrestedDevOps 

.com)

Career Tools: a helpful podcast from Manager Tools designed to offer 

advice to anyone at any point on their career path (https://www 

.manager-tools.com/all-podcasts?field_content_domain_tid=5)
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DevOps Café: a conversational-style podcast about all things DevOps 

(DevOpsCafe.org)

The Economist Radio: a daily podcast for staying up to date with science 

and politics (https://radio.economist.com/)

Freakonomics Radio: a podcast of surprising insights from science into the 

world around us (http://freakonomics.com/archive/)

HBR IdeaCast: a business-focused podcast from Harvard Business Review 

that dives deep into one specific area per episode (http://feeds.har 

vardbusiness.org/harvardbusiness/ideacast)

Manager Tools: great guidance for managers and directors (https://www 

.manager-tools.com/all-podcasts?field_content_domain_tid=4)

The Ship Show (now defunct, but episodes are still out there): one of the 

earlier DevOps podcasts (TheShipShow.com)

Software Engineering Radio: an in-depth podcast on technical topics 

(http://www.se-radio.net/)

TED Talks: inspirational talks that often cover science and technology 

(https://www.ted.com/talks)
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Glossary

abstract environment configuration: variables like IP addresses and 

server names need to be abstracted so that configuration files only con-

tain placeholders and not the actual values.

abstraction layer: an abstraction layer decouples two layers of architec-

ture so that they can evolve independently from each other without being 

tightly coupled and causing dependencies.

access layer: usually a user interface that makes accessing information in 

the underlying systems easier and more user friendly than direct-access 

systems.

application programming interface (API): is a set of clearly defined 

methods of communication between various software components that 

allows access to functionality from external systems.

average daily rate (ADR): the average cost for a day of work across a team 

of resources with several daily cost rates per person.
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bimodal IT: a concept introduced to demonstrate that newer, more mod-

ern IT systems are being developed differently from older systems.

black box mode: a type of IT delivery for which the customer does not 

care about the means of delivery and is only interested in the outcome.

blameless postmortem: a review technique that focuses on systematic 

problems and is purposefully not looking to attach blame to an individual.

build artifacts: the result of the build process, often as a binary that can 

then be used to deploy an application.

business IT isomorphism: the organizational approach to align IT func-

tions with business functions to simplify the engagement model between 

business and IT.

canary testing: inspired by the canary in the coal mine, this approach 

deploys into a subset of production to validate the application before roll-

ing it out more widely.

cloud: the practice of using a network of remote servers hosted on the 

internet to store, manage, and process data rather than using a local server.

cloud native application: an application built specifically to leverage the 

abilities of cloud computing and hence be more resilient and efficient.

compilers: utilities that “translate” programming code into executable 

programs.

compute environments: application environments that allow you to exe-

cute programs.

concept of error budgets: budgets that, instead of the more traditional 

costs, allocate a level of errors or outages to teams that they have to man-

age in order to be seen as successful.

configuration drift: when a server configuration starts to drift away from 

its intended configuration by either human or system intervention.
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consumable services: IT services that can be called upon by other pro-

grams and that provide easy-to-consume interfaces as a contract of 

engagement.

container images: representations of an application in a container that 

can be deployed into a container engine for fast creation of the application.

continuous delivery: an IT practice made popular by a book of the 

same name in which software is automatically evaluated for quality and 

deployed into environments all the way up to production.

continuous integration: is a development practice that requires devel-

opers to integrate code into a shared repository several times a day. Each 

check-in is then verified by an automated build, allowing teams to detect 

problems early.

cost performance indicator (CPI): a metric that allows you to measure 

how much work has been performed for a certain amount of cost.

COTS product: commercial-off-the-shelf products are preconfigured IT 

applications that support certain business processes without much con-

figuration or programming required.

CRM system: a customer relationship management system allows a com-

pany to engage with its customers in a consistent way and leverage the 

relationships for further business cutover.

cycle time: the total time from the beginning to the end of your process, 

as defined by you and your customer.

dashboard: a visualization of several data points or reports aggregated 

across several data sources so that the information is easily available.

decoupling of systems: a technique that enables systems to be changed 

independently from each other by introducing interfaces that remain sta-

ble when each of the systems changes.
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defect density: a metric that measures how many defects per day of pro-

gramming or line of code are introduced.

definition of done: an Agile practice that defines the exit criteria under 

which user stories are considered to be done. (See also definition of ready.)

definition of ready: an Agile practice that defines the entry criteria for user 

stories to be considered for the next sprint. (See also definition of done.)

develop-operate-transition (DOT) contracts: a popular contract struc-

ture that differentiates between vendors who deliver a solution, vendors 

who operate the solution, and the state in which the organization transi-

tions the solution back in-house.

DevOps tool chains: the set of tools that supports DevOps practices like 

configuration management, deployment automation, and test automa-

tion, among others.

discovery: a phase in the beginning of an Agile project used to align all 

stakeholders on the intended outcome of the project and the way the team 

will achieve this.

discovery showcase: a meeting at the end of discovery in which the results 

of the phase are shared with a broader set of stakeholders.

end-state architecture: the envisioned end state of the application archi-

tecture that will fully support the business of an organization.

ERP system: an enterprise resource planning system is the practice of 

managing all the resources for the production and fulfillment process of 

an organization.

front-end team: the team that delivers the front-end experience with 

which the end customers interact.

function call: the programming technique that allows the usage of func-

tions provided by other applications or parts of the same application.
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function points: an estimation technique that aims to provide an objec-

tive way to measure work in IT projects.

go-live: the release of new functionality or a new program when it is ready 

for customer use.

graceful degradation: a practice that allows systems to provide basic 

functionality even when core processes are not available; this is in con-

trast to being completely unavailable when one function fails.

green field setting: a project setting in which the team can start from 

scratch instead of having to consider existing applications.

hardening: an Agile project phase right before production deployment in 

which additional testing (such as performance and security testing) takes 

place that was not able to be accommodated in the Agile sprints.

horizontal scaling: a scaling technique in which additional workflows are 

distributed to more systems of the same size and shape instead of provid-

ing more resources to the same systems.

IDE extensions: extensions that are provided for developers in their 

integrated development environment to support specific programming 

languages with helpful utilities.

internet natives: companies that were built around solutions that leverage 

the internet and hence considered internet capabilities in the application 

architecture from the inception of the service.

iterative character: something that evolves over several iterations, with 

each iteration bringing it closer to the real answer.

Jenkins: a continuous-integration tool.

lead time: the time between the initiation and the completion of a pro-

duction process.
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legacy: in the context of IT, this describes applications that were built in 

the past and need to be maintained.n (See also true legacy.)

LeSS: Large-Scale Scrum, a scaling method for Agile.

mean time to discovery (MTTD): the mean time it takes to identify that 

a problem exists. (See also mean time to recovery.)

mean time to recovery (MTTR): the mean time it takes to rectify a prob-

lem. (See also mean time to discovery.)

mental models: the models that humans use to understand the world and 

make decisions, often leveraging heuristics, as too much information is 

available for full evaluation.

microservices: an architecture paradigm that tries to identify the smallest 

possible independent component that can run as a service.

middleware: software that runs in between the operating system and 

applications (i.e., integration services and data access layers).

minimum viable cluster: the minimum set of applications that can 

be changed so that a real positive impact can be made by uplifting the 

DevOps capabilities.

minimum viable product (MVP): a product that has only the absolute 

necessary features to validate its viability with customers. Additional 

scope is then built out over time.

monolithic applications: applications that provide many different ser-

vices that can only be deployed together.

multimodal IT: an IT environment that leverages several modes of deliv-

ery across the Agile and Waterfall spectrum.

NPS: the net promoter score is a metric that measures the satisfaction of 

a constituency with a service provider or organization.
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open source: a software distribution model that does not require payment 

for usage and is based largely on voluntary contribution to the source code.

Perl: a scripting language often used for automating tasks.

PI planning: program increment planning is an implementation of 

large-room planning in the Scaled Agile framework, which brings all stake-

holders together for a combined planning event of the next planning cycle.

PMI: Project Management Institute runs a training and certification pro-

gram for project managers.

program increment: a planning duration that consists of several sprints/

iterations. Usually consists of around five sprints and is around three 

months long.

pulling model: an interaction model between services in which the con-

suming service pulls information rather than providing a queue in which 

the production service pushes information.

queuing theory: a scientific approach to understanding how queues behave.

refactoring: a programming practice that allows programmers to improve 

the structure of a program without making functional changes.

regression suite: a set of tests that ensure that previously implemented 

functionality continues to work.

release train: a superstructure (team of teams) that delivers to a common 

outcome, usually a team of 3–12 Agile teams.

robotic process automation (RPA): a tooling technique that provides 

utilities to automate tasks in applications that would otherwise have to be 

performed manually by human beings.

scale up/vertical: scaling techniques that add additional compute or 

other services to the same instance instead of distributing workflows to 

additional instances.
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Scaled Agile Framework (SAFe): a popular scaling framework for Agile 

delivery.

schedule performance indicator (SPI): a metric measuring whether or 

not a project is on schedule according to a predefined plan.

shell scripts: a popular automation technique based on the UNIX shell.

site reliability engineering: a modern operations approach made popu-

lar by Google.

software as a service (SaaS): software that is provided as a service from 

the cloud and in a per-consumption model.

software configuration management: is the practice of tracking and 

controlling changes in software that includes version control, branching 

of parallel development, and maintaining a view of what versions of code 

are included in a software package.

software delivery life cycle (SDLC): this cycle describes all activities 

required to implement requirements from idea to production go-live.

stateful calls: a programming technique that requires a service to remem-

ber the state of the transaction to successfully complete it over several 

transactions.

stateless calls: a programming technique that does not require a service 

to know the current state of the transaction.

story points: a sizing approach in Agile methods that is based on relative 

sizing instead of absolute sizes, such as days or hours.

strangler pattern: a programming technique that builds new functional-

ity and diverts workflows to the new functionality incrementally until the 

old program can be turned off.

systems integrator (SI): a company that helps organizations to bring the 

different components of a system together through implementing, 
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planning, coordinating, scheduling, testing, improving, and sometimes 

maintaining the system for the organization.

systems of engagement: systems that users directly engage with and that 

evolve quickly. (See also systems of record.)

systems of record: systems that hold core data and do not need to evolve 

quickly. (See also systems of engagement.)

systems thinking: an approach to analyzing systems as a whole instead of 

as a sum of their parts.

technical debt: known or unknown parts of programs that are currently 

suboptimal and should be refactored.

technology stack: all the technologies that are required to support busi-

ness functions from the operating system up to the actual applications.

telematics: a systematic approach to gathering and using information 

that is generated during the use of a system.

theory of constraints: a scientific approach to analyzing systems based 

on the constraints that exist in the system.

to-be process design: the planned state of a process to be implemented 

that improves on the current condition.

true legacy: systems that are not being updated anymore and are only 

kept running to support business functions. (See also legacy.)

twelve-factor application: an architecture concept that provides twelve 

criteria for modern applications.

two-speed delivery model: a model that supports two different speeds 

of delivery to differentiate between fast-changing and slow-changing 

systems.
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upskilling time: the time required for new people to become effective 

when joining a new team or learning a new skill.

user stories: used in Agile methods to describe the functionality of the 

system, often in the format of “As a <role>, I want to <functionality> so 

that <outcome>.”

value stream mapping: an activity that maps out the whole legacy tran-

formation to support a process including contextual information such as 

timings, tooling, and other actors.

versioning: the practice of storing multiple versions of a program or 

other artifact so that it is possible to move between known states of 

configuration.

walled-garden test automation tools: test automation tools that are not 

enabled through application programming interfaces and that are only 

possible to be used within a specific technology or vendor context.

Waterfall: an exaggerated delivery approach based on stage containment 

between requirement, design, development, and test.

weighted shortest job first: is a way to determine the sequence of work 

by dividing the value one derives from the work by the cost of the work. 

An example formula for this is based on SAFe: cost of delay/duration.

XaaS: anything as a service.
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